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Abstract 

Cloud computing and cloud storage are among the most efficient technologies for storing and processing 

metadata. But there are many privacy concerns within this domain. Most of the challenges are coming 

from trusted or semi trusted cloud servers where some computations must be applied to high confidential 

data. Data encryption can solve some confidentiality issues on the cloud but it is not easy to provide 

privacy preserving data processing services such as searching a query over encrypted data. On the other 

hand implementing searchable encryption algorithms in cloud infrastructure helps providing data 

confidentiality and privacy preserving data processing and can provide searching capability as well, 

which is the most important step of selecting a document. First in this article, some injection attacks 

against searchable public key encryption schemes are described. To be more specific message injection 

attack and index injection attack are applied against PEKS and PERKS schemes. Afterwards, two new 

schemes are proposed that are secure against them and are based of dPEKS and SAE-I. Finally, efficiency 

and security of proposed schemes are analyzed, and some implementation issues were discussed. 

Keywords: searchable encryption, confidentiality, data integrity, bilinear pairing, trapdoor, interruption, 

injection attacks. 

1- Introduction 

Considering rapid deployment of information technology and increment in data production and sharing, 

requirement for more data storage space would be noticeable. Cloud computing technology and 

exclusively cloud storage have been developed to confront this challenge. Many companies and 

organizations have provided content storage and sharing services based on this infrastructure. These 

services are widely used and popular today, since they are cost-effective and they enable data accessibility 

every time and everywhere. Cloud storage is particularly used for data backup and outsourcing. 

Nevertheless, cloud providers and intruders are able to access stored data, and this issue rises doubts 

about data security. Hence, data should be encrypted in order to preserve its security on unreliable servers 

and decrease the risks of data disclosure, and make it difficult for service providers and attackers to access 

the data. The pseudo-random characteristic of encryption algorithms reduces the statistical dependence 

between encrypted data and original data, which disables search capability among the data. One of the 

most essential features of cloud computing architecture is searching capability, which allows user to 

select his desired documents. In order to perform a search within documents, a trivial approach is getting 

the entire database, decrypting it, and performing search on plain data. However, this approach cannot be 

a practical one since there is a large amount of data due to increment in data production, and there are 

constraints in bandwidth, connection speed, and storage space on user’s computer. Granting decryption 

capability to the cloud server is another approach, in which user sends a query to the server, the server 
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decrypts all documents, performs search and sends result to the user. This approach makes all data 

revealed for the service provider and vulnerable to exploitation. Nevertheless, there is a new encryption 

method class that provides search capability, which can confront the stated challenges. Searchable 

encryption is an efficient method that belongs to this class. 

Generally, a searchable encryption scheme consists of four steps [1, 2]. Selecting functions and making 

required keys take place in the first step. Second one is setting the index set regarded to documents or 

entities of the database, each of which is an encrypted value of a keyword in the document, and sending 

the encrypted document and index set to the server. The user who wants to search, creates a trapdoor 

using his desired keyword along with his key during the third step, and sends it to the server. Finally, in 

the fourth step that is called test step, server verifies received trapdoor against existing indices and returns 

1 if they match, otherwise returns 0. 

In this article, a new class of attacks against public key encryption with keyword search schemes is 

introduced, which is called an injection attack. As already reported by researchers, this attack method has 

only been used in online keyword guessing to disclose the trapdoor. However, attackers can take 

advantage of this technique for other purposes as well. Afterwards, an approach to defeat these attacks is 

proposed in the article. Since the proposed scheme is able to confront against online keyword guessing 

attacks done by unauthorized users, it can be applied to dPEKS and SAE-I[3] schemes to make it secure 

against this kind of attacks. 

The proposed schemes are applicable in all systems that perform user authentication and only authorized 

users can send data within them, e.g. e-care and e-bank. Some specific users are allowed to send data in 

these systems, and if someone else sends any information, it ought to be an attempt to disrupt the 

network. These systems are expanding rapidly and their security must be considered adequately. The 

proposed scheme can provide security for this kind of systems. 

The rest of this article is organized as follows: Some required preliminaries are reviewed in section 2. In 

Section 3, related works about searchable encryption are explained. Two injection attacks are introduced 

in Section 4. Afterwards, architecture of our proposed scheme is explained in section 5. Section 6 

contains the analysis of proposed scheme. Finally, section 7 provides the conclusion of the article. 

2- Preliminaries 

In this section, some required concepts and mathematical backgrounds are briefly reviewed.  

2-1- Bilinear Pairings 

Assume 𝐺1 and 𝐺2 to be multiplicative cyclic groups with prime order q. 

Let 𝑔 be a generator of 𝐺1. The e: 𝐺1  ×  𝐺1  →  𝐺2 mapping is a bilinear pairing if it satisfies the 

following conditions: 

1) Bilinearity: ∀ 𝑎 , 𝑏 ∈  𝑍𝑞 , ∀ 𝑔1 , 𝑔2  ∈  𝐺1: e(𝑔1
𝑎 , 𝑔2

𝑏) = 𝑒(𝑔1 , 𝑔2)𝑎.𝑏  

2) Non-degeneracy: For ∀ 𝑔 ∈ Generator (𝐺1), e(𝑔 , 𝑔) ∈ Generator (𝐺2). 

3) Computability: An algorithm exists to effectively compute e(𝑔1 , 𝑔2) for all 𝑔1 , 𝑔2  ∈  𝐺1. 

 

 



2-2- Discrete Logarithmic Problem 

Discrete logarithm problem is defined over a finite cyclic group. If 𝑔 and ℎ were elements of a finite 

cyclic group, then the solution 𝑥 for the equation ℎ = 𝑔𝑥 would be called as the discrete logarithm of ℎ to 

the base g. currently, there is no efficient algorithm to solve a logarithmic problem using a regular 

computer. Hence, this problem has a special status in asymmetric cryptography. 

Diffie-Hellman's encryption is based on a problem named Diffie-Hellman's assumption. This assumption 

expresses: there is no efficient algorithm to calculate 𝑔𝑎𝑏 , while only < 𝑔 , 𝑔𝑎  , 𝑔𝑏 > is known (without 𝑎 

or 𝑏). This assumption is widely used in public key encryption and digital signature. dPEKS scheme 

applied this assumption to secure trapdoor and also to keep randomness and indistinguishability of it 

against the external attacker. 

3- Related works 

Song et al. [4] proposed the first practical scheme for searching on encrypted text naming ‘searchable 

encryption. This scheme is based on symmetric cryptography and it is applicable in scenarios that data 

owner and data receiver are the same person. Indexes are not included within this scheme. . Another 

efforts in this context are performed in [5-8], which present some concepts such as index, inverted index, 

conjunction search, and performing search via small computational capacity devices. Additionally, other 

efforts have been done to improve performance and security [9-11]. 

On the other hand, Boneh et al. [12] proposed public key encryption with keyword search scheme, which 

was the first public key cryptography scheme. This scheme utilizes the identity-based encryption (IBE) in 

order to produce indices. Public key encryption schemes are suitable for scenarios that multiple data 

owners attempt to send message for a certain receiver. Through this method, data owner encrypts the 

document and creates the indices using the receiver's public key. The receiver searches documents and 

decrypts them using his own private key. In this scheme, an index is created for each keyword. 

Afterwards, the set of indices along with the encrypted document are sent to the cloud server. However, 

the keyword guessing attacks could still be done against this scheme.  

A new scheme named PERKS [13] scheme was proposed to solve this problem, in which the keyword is 

first concatenated with a private string on the receiver side, and new string would be hashed subsequently. 

Although this scheme was secure against keyword guessing attacks, there were fundamental problems 

with this scheme such as requiring permanent online hosting. Another effort to solve this problem was the 

dPEKS scheme, which is resistant to offline keyword guessing attacks, but still vulnerable to online 

keyword guessing attacks. 

 Yau et al. [14] proposed and implemented online keyword guessing attack in 2013, to find the keyword 

whom the trapdoor was built based on. This attack was named “online keyword guessing attack” due to 

interaction between attacker and server. Then in 2015, Chen [15] proposed an add-on to dPEKS in order 

to secure it against online attacks. However, the final scheme was still vulnerable to internal server attack. 

Whereas, some schemes were proposed to secure methods against this attack [16-19]. For example, 

proposed plans in [16, 17] are applicable to dPEKS, and despite their constraints are able to secure the 

scheme against internal keyword guessing attack.  

Another securing method was proposed in [18], which uses the data owner’s key such as work done in 

[17]. Despite the constraints of this scheme (i.e. requirement to create a trapdoor per each data owner), it 

is efficient for its proper structures. Virtually all of the studied schemes were vulnerable to the injection 



attacks introduced in this article. Also all the schemes based on these schemes are inherently vulnerable to 

injection attacks. 

4- Injection Attacks 

In this section, a new class of attacks against searchable encryption schemes are introduced which is 

called injection attacks. Security of PEKS and PERKS schemes against these attacks is analyzed 

subsequently. 

Generally, online keyword guessing attack [8] is the base idea of injection attacks. SPEKS scheme [4] is 

secure against online keyword guessing attack and message confidentiality cannot be violated by this 

attack. The data integrity concept is the main concentration of injection attack. This attack is more 

efficient and easier to perform compared to online keyword guessing attack. Performing an injection 

attack, the main purpose of the attacker is reducing the reliability of the system or data integrity rather 

than violating message confidentiality. Despite the simplicity and efficiency of these attacks, performing 

them can cause failure of searchable encryption system. 

4-1- Message Injection Attacks 

During a message injection attack, the attacker can encrypt a desired message, combine it with an 

arbitrary set of indices, and send it to the server. This arbitrary set can be the indices previously sent by 

users, or a new index produced by the attacker based on his desired keyword. After inserting the word 

into document by the attacker, in the case of requesting this word by the receiver, the injected document 

would be returned to him. This attack may have a variety of purposes i.e. intrusion, trapdoor disclosure, 

displaying a message, or corrupting the searchable encryption system. Yao et al. set up a new approach to 

perform keyword guessing attack that is applicable to dPEKS. This attack is known as online keyword 

guessing attack since interacting with server is required to perform it. In this method, the attacker takes 

the following steps for each word in dictionary: He builds an index for the word, using receiver’s public 

key. Then he encrypts the word, using receiver’s public key and encryption algorithm which by the text 

would be encrypted. Afterwards, he stores cipher text in a table, along with plain text. Finally, he sends 

the cipher text and the index to the cloud server. 

Whenever the receiver sends a request to the cloud server, it certainly contains one of the words existing 

in the dictionary. Therefore, definitely a document created by the attacker would be returned to the 

receiver, which contains the encrypted value of the keyword. If the attacker monitors returned documents, 

he can retrieve the corresponding word by searching within his own table. 

A method to prevent this leakage is proposed in [15], but using this technique the attacker would be still 

able to perform another attack. Performing this attack, the attacker intends to corrupt the functionality of 

system and prevent the receiver from using available data, rather than detecting message or trapdoors. 

Each word existing in the dictionary would be encrypted through this method. Then they would be sent to 

the server along with attacker’s arbitrary documents that are encrypted using the receiver’s public key. 

This message can always be shown to the data owner. Hence, in the case the attacker wants a message to 

be always shown to the receiver, he can use this method. This message can also be some malicious files.  

On the other hand, since the server returns all documents matching the trapdoor to the receiver, if amount 

of these created documents increases, the receiver would needs high bandwidth and storage space, and 

instant access to the server as well. Therefore, if high amount of data would be sent by the attacker, a 

system failure occurs.  



4-2- Index Injection Attacks 

The attacker can modify the encrypted index by performing man in the middle (MiM) attack after 

accessing to the encrypted document and the set of indices. These changes can include removing some 

keywords from the index set, or adding some words to it. Although this attack does not compromise 

confidentiality of the message and the indices, it can corrupt functionality of system. Figure1 illustrates 

the way that attacker can perform man in the middle attack in order to perform index injection attack. A 

summary of the text (e.g. hashed text) and indices must be created to prevent these attacks, which is 

protected by a key that is only known by the cloud server and the data owner. Afterwards, the server can 

re-generate MAC value of the message and index with its own key, and compare it with received MAC 

value. If these two MAC values were the same, the message and the index set would be stored. The 

attacker can perform the attack on the indices more intelligently in some existing designs, in order to 

make a more striking attack. 

 

Figure1. Index Injection Attack overview 

4-3- Index Injection Attacks against PEKS and RPEKS 

In this attack, the attacker can add a new word to the index using the receiver's trapdoors. As a result, the 

attacker can add keywords whom the user requested the most. Consequently, the document would be 

displayed for non-related searches. In the PEKS scheme, when the attacker sniffs the trapdoor 𝑇𝑤, he 

attains value of 𝐻1(𝑤𝑖)
𝑎
. Now, if the attacker generates a new random value 𝑟′ ∈ 𝑍𝑞

∗, then he would be 

able to calculate value of 𝑒(𝐻1(𝑤𝑖)𝑎 , 𝑔𝑟′
) = 𝑒(𝐻1(𝑤𝑖), 𝑔𝑎𝑟′

), and hash it (𝑥 = 𝐻2(𝑒(𝐻1(𝑤𝑖)𝑎 , 𝑔𝑟’))). Finally, 

he injects the value of (𝑔𝑟’ , 𝑥)  to the index set. If documents containing word 𝑤𝑖 is requested by the 

receiver, the new document would be returned as well. 

Similarly to previous attack, the attacker can sniffs the trapdoor 𝑇𝑤 and obtain the value of 𝐻1(𝑤𝑖 || b) 𝑎 

to perform an attack against the PERKS scheme. The attacker would be able to calculate value of 

𝑒(𝐻1(𝑤𝑖  ||  𝑏)𝑎 , 𝑔𝑟′
) = 𝑒(𝐻1(𝑤𝑖  ||  𝑏), 𝑔𝑎𝑟′

) only by generating a new random value 𝑟′ ∈ 𝑍𝑞
∗. Now he can 

insert the value of (𝑔𝑟’ , 𝑥) in the index set. 

5- Architecture of proposed scheme 

The data owner, the receiver, the cloud server, and the authentication server are used components in our 

proposed scheme. The data owner intends to send data to the receiver, so he must be registered as a user 

and authorized in the authentication server. The receiver can perform a search within his document by 



building a trapdoor. The cloud server stores the data and searches among stored documents based on the 

receiver’s trapdoor. He does it knowing neither content of document nor the keyword that the trapdoor is 

created with. The cloud server is assumed to be honest but curious, and can be provided by a third party. 

The authentication server checks whether the data owner is permitted to send documents. Furthermore, it 

can check the data owner's permission to send information to the receiver in case it is required. 

The data owner sends encrypted documents, encrypted indices and his identifier to the cloud server. The 

cloud server sends the data owner’s identifier and the receiver’s one to the authentication server. The 

authentication server checks whether the data owner is permitted to send data. In the case of being 

permitted, the authentication server sends the data owner’s public key to the cloud server, along with 

number 1. If the data owner is not authorized, a random public key is sent to the storage server, along 

with number 0. A probabilistic encryption algorithm can be used when confidentiality of this message is 

required. On the other hand, the authentication server can sign the message with his private key to ensure 

others that the information is sent by him. Afterwards, the cloud server receives the information, verifies 

identity of the authentication server, he decides about storing the document. If received number were 0, 

the data would be deleted. Otherwise, if it were 1, he produces the shared key based on the data owner’s 

public key, and calculates MAC value. Then he checks whether this MAC value and the received MAC 

value are the same. Equality between these two means that the data was sent from claimed user, and the 

information would be stored; otherwise, the cloud server would remove it. The proposed architecture is 

shown in Figure 2. 

 

Figure 2. Architecture of the proposed scheme. 

5-1- Proposed scheme based on dPEKS 

Our proposed scheme that is based on dPEKS, includes eight algorithms that are explained in this section. 

GlobalSetup(λ): Implementing this algorithm produces variables and functions needed in the other 

algorithms. This algorithm is similar to GlobalSetup algorithm in dPEKS scheme, but a hash function and 

a pseudo random function are added to this algorithm. Hence, this algorithm first calls the 



dPEKS.GlobalSetup(λ) function. Then it calculates 𝐻: {0,1}∗ → {0,1}𝑑 and 𝐹: K × {0,1}∗ → {0,1}𝑑 based on 

previously chosen parameters. 

𝐊𝐞𝐲𝐆𝐞𝐧𝐒𝐄𝐑𝐕(𝐠𝐩): This algorithm calculates the public/private key pair for the server. With this key 

pair, it can be insured that only the server can perform test algorithm, since the test algorithm requires the 

private key of the server. This algorithm calls the dPEKS. KeyGenSERV(gp) function. 

𝐊𝐞𝐲𝐆𝐞𝐧𝐑𝐄𝐂(𝐠𝐩): This algorithm calculates the public/private key pair for the receiver. With this key 

pair, it can be insured that only the receiver can perform trapdoor algorithm in order to search among 

data, since the trapdoor algorithm requires the receiver’s private key. This algorithm calls the 

dPEKS. KeyGenREC(gp) function. 

𝐊𝐞𝐲𝐆𝐞𝐧𝐃𝐎(𝐠𝐩): This algorithm calculates the public/private key pair for the data owner. Using this 

key pair, the data owner can be authenticated. This key pair and stated function were not used in dPEKS 

scheme, and they are proposed in this paper. This algorithm picks a random number 𝑎 ∈  𝑍p and outputs 

𝑃𝑅𝐼𝑉𝐷𝑂 =  𝑎 and 𝑃𝑈𝐵𝐷𝑂 =  𝑔𝑎. 

𝐊𝐞𝐲𝐆𝐞𝐧𝐀𝐔𝐓𝐇−𝐒𝐄𝐑𝐕(𝐠𝐩): This algorithm calculates the proper public/private key pair for the 

authentication server based on encryption algorithm used for digital signature and communication 

between the cloud server and the authentication server. 

𝐏𝐄𝐊𝐒(𝐌, 𝐏𝐔𝐁𝐒𝐄𝐑𝐕 , 𝐏𝐑𝐈𝐕𝐃𝐎 , 𝐏𝐔𝐁𝐑𝐄𝐂, 𝐠𝐩): The DO calls this function to prepare the encrypted 

message to be sent to the cloud server. This algorithm first extracts keywords from the message. Then 

encrypts the message (𝑐 =  𝐸𝑛𝑐(𝑀)) and builds indices by calling 𝑑𝑃𝐸𝐾𝑆. dPEKS per each word W in 

M: 𝐼𝑤 = dPEKS. dPEKS(w, PUBSERV , PRIVDO , PUBREC, gp)), and concatenates them to build the set of 

indices ( 𝑖𝑛𝑑𝑒𝑥 − 𝑠𝑒𝑡). It then calculates the shared key between the server and the DO (𝑘𝐷𝑂 =

𝑃𝑈𝐵SERV1
𝑃𝑅𝐼𝑉𝐷𝑂) .Afterwards, it calculates hash of the encrypted message (ℎ =  𝐻(𝑐)) and concatenates 

this value with the set of indices.  Finally, 𝐶 =  𝐹(𝑘𝐷𝑂 , 𝑖𝑛𝑑𝑒𝑥 − 𝑠𝑒𝑡 || ℎ) would be calculated and 

𝐷𝐴𝑇𝐴 = {𝑐, 𝑖𝑛𝑑𝑒𝑥 − 𝑠𝑒𝑡 , 𝐶, 𝐼𝐷𝐷𝑂} would be sent to the cloud server. If it were required to limit 

communications between users, it is necessary to insert receiver’s ID (𝐼𝐷𝑅𝐸𝐶) in this list. 

𝑨𝑼𝑻𝑯 − 𝑹𝑬𝑸(𝒈𝒑 , 𝑰𝑫𝑫𝑶 , 𝑷𝑼𝑩𝑨𝑼𝑻𝑯−𝑺𝑬𝑹𝑽): Whenever the cloud server receives a message, sends 

the 𝐼𝐷𝐷𝑂 (and  𝐼𝐷𝑅𝐸𝐶  , if exists) to the authentication server. 

𝐀𝐔𝐓𝐇 − 𝐑𝐄𝐒𝐏(𝐠𝐩 , 𝐈𝐃𝐃𝐎 , 𝐏𝐔𝐁𝐒𝐄𝐑𝐕, 𝐏𝐑𝐈𝐕𝐀𝐔𝐓𝐇−𝐒𝐄𝐑𝐕): The authentication server checks 𝐼𝐷𝐷𝑂. If 

DO were authorized to send message, then it sets 𝑓𝑙𝑎𝑔 =  1 and  =  𝑃𝑈𝐵𝐷𝑂 ; otherwise the authentication 

server sets it to 0 and KEY to a random value. It then encrypts concatenation of 𝑓𝑙𝑎𝑔 and 𝐾𝐸𝑌 

(𝐸𝑛𝑐(𝑓𝑙𝑎𝑔 || 𝐾𝐸𝑌)) with a probabilistic algorithm, and signs the result with its private key (𝑠𝑖𝑔𝑛 =

 𝑠𝑖𝑔𝑛(𝑃𝑅𝐼𝑉𝐴𝑈𝑇𝐻−𝑆𝐸𝑅𝑉 , 𝐸𝑛𝑐(𝑓𝑙𝑎𝑔 || 𝐾𝐸𝑌))).  Finally, it sends the {𝐸𝑛𝑐(𝑓𝑙𝑎𝑔 || 𝐾𝐸𝑌)  , 𝑠𝑖𝑔𝑛} to the cloud 

server.  

𝐂𝐇𝐄𝐂𝐊(𝐠𝐩 , 𝑷𝑼𝑩𝑫𝑶 , 𝑷𝑹𝑰𝑽𝑺𝑬𝑹𝑽, 𝐃𝐀𝐓𝐀, 𝐀𝐔𝐓𝐇 − 𝐌𝐞𝐬𝐬𝐚𝐠𝐞): When the cloud server receives 

response of the authentication server, it checks integrity of the data by verifying the signature using 

𝑃𝑈𝐵𝐴𝑈𝑇𝐻−𝑆𝐸𝑅𝑉. If the data were valid, it decrypts the message and obtains the flag and the KEY. If flag 

== 0 , it ignores DATA; otherwise it calculates 𝑘𝑆𝐸𝑅𝑉 =  KEYPRIVSERV and decomposes DATA in order to 

obtain 𝐻(𝑐) , 𝐶 and 𝑖𝑛𝑑𝑒𝑥 − 𝑠𝑒𝑡. Finally, it verifies whether  𝐶 ==  𝐹(𝑘𝑆𝐸𝑅𝑉 , 𝑖𝑛𝑑𝑒𝑥 − 𝑠𝑒𝑡 || 𝐻(𝑐)) , and 

if result were true, it stores the DATA; otherwise ignores it. 



𝐓𝐫𝐚𝐩𝐝𝐨𝐨𝐫(𝐠𝐩 , 𝐏𝐔𝐁𝐒𝐄𝐑𝐕, 𝐏𝐑𝐈𝐕𝐑𝐄𝐂 , 𝐖): It must be ensured that only authorized receiver can 

perform searching on his data. To achieve this, Trapdoor function would be run. Trapdoor algorithm 

requires the receiver’s private key as a parameter, and since others do not have this key, they cannot 

perform searching on data implementing this algorithm. Trapdoor algorithm calls the 

dPEKS. dTrapdoor(gp , PUBSERV, PRIVREC , w) function. 

𝐓𝐞𝐬𝐭(𝐠𝐩 , 𝐃𝐀𝐓𝐀 , 𝑷𝑹𝑰𝑽𝑺𝑬𝑹𝑽 , 𝑻𝒘): The cloud server runs this algorithm to find documents that match 

the trapdoor (match the arbitrary keyword). Similarly to dPEKS scheme, only the server can perform test 

in this scheme. This algorithm is implemented to avoid offline keyword guessing attack, so it needs 

private key of the server. This function calls dPEKS. dTest (f =  dPEKS. dTes𝑡(𝑔𝑝 , 𝐼𝑤 , 𝑃𝑅𝐼𝑉𝑆𝐸𝑅𝑉  , 𝑇𝑤)) 

for all indices in DTA. If f == 1, the document contains the keyword, and the server returns it to the 

receiver.  

5-2- Proposed scheme based on SAE-I 

Similarly, we applied our proposed add-on to SAE-I, which includes eight algorithms that are explained 

in this section. 

GlobalSetup(λ): This algorithm is like GlobalSetup algorithm in SAE-I scheme, with a hash function 

and a pseudo random function added to it, similarly to the previous scheme. Hence, this algorithm first 

calls the SAE.GlobalSetup(λ) function. Then it calculates 𝐻: {0,1}∗ → {0,1}𝑑 and 𝐹: K × {0,1}∗ → {0,1}𝑑 

based on previously chosen parameters. 

𝐊𝐞𝐲𝐆𝐞𝐧𝐑𝐄𝐂(𝐠𝐩): This algorithm calculates the public/private key pair for the receiver. It can be 

insured that only the receiver is able to create trapdoor for desired keyword and sender in order to search 

among data posted from certain data owner, since the trapdoor algorithm requires the receiver’s private 

key. The data owner utilizes Receiver’s public key in order to produce the index that would be sent to 

him. This algorithm calls the  SAE. KeyGenREC(gp) function. 

𝐊𝐞𝐲𝐆𝐞𝐧𝐃𝐎(𝐠𝐩): This algorithm calculates the public/private key pair for the data owner. Using the 

private key, the data owner can generate indices for desired keyword and receiver. Also receiver can 

generate trapdoor for desired data owner with Do’s Public key. This algorithm calls the  

SAE. KeyGenDO(gp) function. 

𝐊𝐞𝐲𝐆𝐞𝐧𝐒𝐄𝐑𝐕(𝐠𝐩): This algorithm calculates the public/private key pair for the server. Using this key 

pair, the server can communicate with DO and authentication server. This key pair and stated function 

were not used in SAE scheme, and they are proposed in this paper. This algorithm picks a random number 

𝑎 ∈  𝑍p and outputs 𝑃𝑅𝐼𝑉𝑠𝑒𝑟𝑣 = 𝑎 and 𝑃𝑈𝐵𝑠𝑒𝑟𝑣 =  𝑔𝑎. 

𝐊𝐞𝐲𝐆𝐞𝐧𝐀𝐔𝐓𝐇−𝐒𝐄𝐑𝐕(𝐠𝐩): This algorithm calculates the proper public/private key pair for the 

authentication server based on encryption algorithm used for digital signature and communication 

between the cloud server and the authentication server. 

𝐏𝐄𝐊𝐒(𝐌, 𝐏𝐔𝐁𝐒𝐄𝐑𝐕 , 𝐏𝐑𝐈𝐕𝐃𝐎 , 𝐏𝐔𝐁𝐑𝐄𝐂, 𝐠𝐩): Similarly to the pervious scheme, DO utilizes 

𝑆𝐴𝐸. Build − Index  to generate the indices (𝐼𝑤 = SAE. Build − Index(w , PRIVDO , PUBREC, gp)), and 

calculates 𝑘𝐷𝑂 = 𝑃𝑈𝐵SERV
𝑃𝑅𝐼𝑉𝐷𝑂, 𝐶 =  𝐹(𝑘𝐷𝑂 , 𝑖𝑛𝑑𝑒𝑥 − 𝑠𝑒𝑡 || ℎ) , and 𝐷𝐴𝑇𝐴 = {𝑐, 𝑖𝑛𝑑𝑒𝑥 −

𝑠𝑒𝑡 , 𝐶, 𝐼𝐷𝐷𝑂}. Finally he sends DATA to the cloud server.  

𝑨𝑼𝑻𝑯 − 𝑹𝑬𝑸(𝒈𝒑 , 𝑰𝑫𝑫𝑶 , 𝑷𝑼𝑩𝑨𝑼𝑻𝑯−𝑺𝑬𝑹𝑽): Whenever the cloud server receives a message, it sends 

the 𝐼𝐷𝐷𝑂 (and  𝐼𝐷𝑅𝐸𝐶  , if exists) to the authentication server. 



𝐀𝐔𝐓𝐇 − 𝐑𝐄𝐒𝐏(𝐠𝐩 , 𝐈𝐃𝐃𝐎 , 𝐏𝐔𝐁𝐒𝐄𝐑𝐕, 𝐏𝐑𝐈𝐕𝐀𝐔𝐓𝐇−𝐒𝐄𝐑𝐕): The authentication server checks the 

authority of DO and generates 𝑒 = 𝐸𝑛𝑐(𝑓𝑙𝑎𝑔 || 𝐾𝐸𝑌), and 𝑠𝑖𝑔𝑛 =

 𝑠𝑖𝑔𝑛(𝑃𝑅𝐼𝑉𝐴𝑈𝑇𝐻−𝑆𝐸𝑅𝑉 , 𝐸𝑛𝑐(𝑓𝑙𝑎𝑔 || 𝐾𝐸𝑌))) according the authority.  Finally, it sends the {𝑒  , 𝑠𝑖𝑔𝑛} to the 

cloud server.  

𝐂𝐇𝐄𝐂𝐊(𝐠𝐩 , 𝑷𝑼𝑩𝑫𝑶 , 𝑷𝑹𝑰𝑽𝑺𝑬𝑹𝑽, 𝐃𝐀𝐓𝐀, 𝐀𝐔𝐓𝐇 − 𝐌𝐞𝐬𝐬𝐚𝐠𝐞): When the cloud server receives 

response from the authentication server, it checks integrity of the data by verifying the signature, using 

𝑃𝑈𝐵𝐴𝑈𝑇𝐻−𝑆𝐸𝑅𝑉. If the data were valid, it decrypts the message and attains flag and KEY. If flag == 0 , 

cloud server ignores DATA; otherwise it calculates 𝑘𝑆𝐸𝑅𝑉 =  KEYPRIVSERV and decomposes DATA in order 

to attain 𝐻(𝑐) , 𝐶 and 𝑖𝑛𝑑𝑒𝑥 − 𝑠𝑒𝑡. Finally, it verifies whether  𝐶 ==  𝐹(𝑘𝑆𝐸𝑅𝑉 , 𝑖𝑛𝑑𝑒𝑥 − 𝑠𝑒𝑡 || 𝐻(𝑐)) , 

and if this equation were true, it stores DATA; otherwise it ignores DATA. 

𝐓𝐫𝐚𝐩𝐝𝐨𝐨𝐫(𝐠𝐩 , 𝑷𝑼𝑩𝑫𝑶, 𝐏𝐑𝐈𝐕𝐑𝐄𝐂 , 𝐖): It must be ensured that only authorized receiver can perform 

searching on his data. In this scheme, the receiver should select the data owner who sent the information. 

Trapdoor algorithm calls the SAE. Trapdoor(gp, 𝑷𝑼𝑩𝑫𝑶, PRIVREC , w) function. 

𝐓𝐞𝐬𝐭(𝐠𝐩 , 𝐃𝐀𝐓𝐀  , 𝑻𝒘): The cloud server runs this algorithm to find documents that match the trapdoor 

(i.e. match the arbitrary keyword). This function calls SAE. Test (f =  SAE. Tes𝑡(𝑔𝑝 , 𝐼𝑤  , 𝑇𝑤)) for all 

indices in DATA. If f == 1, the document contains the keyword, and the server returns it to the receiver. 

6- Security and performance analysis of the Schemes 

In this section, our proposed schemes are analyzed from efficiency and security points of view. 

6-1- Efficiency analysis 

Although resistance of our proposed scheme against injection attacks is more than dPEKS scheme, it has 

some efficiency costs. An authentication server is added in our scheme, which can cause additional 

communication cost. A key pair is required for each DO through our proposed scheme, and another one 

for the authentication server. As mentioned, within building index phase i.e. PEKS, an extra hash function 

and a pseudo random function are required, and an exponential function is needed to obtain the shared 

key as well.  Hence, three phases are added to dPEKS scheme i.e. AUTH-REQ, AUTH-RESP, and 

CHECK. The AUTH-REQ phase does not have any computational cost. The AUTH-RESP phase requires 

a table searching to obtain DO authority, and another one to attain the public key of DO. Furthermore, an 

encryption function is required in this phase to preserve the confidentiality of messages, and a signature is 

needed to insure the message is sent by the authentication server. CHECK phase requires a signature 

verifying function, a decryption function, a hash function and an exponential function. According to the 

scenario, in the case the confidentiality of messages were not essential, the encryption function in AUTH-

RESP phase and the decryption function in CHECK phase can be ignored. Since the key generation takes 

place once within the setup phase, over cost of this scheme is negligible. Nevertheless, an extra 

exponential function, a hash function and a pseudo random function in DO are required as well. 

6-2- Security analysis 

According to properties of the pseudo-random function, the attacker is not able to produce 𝐹(𝑘, . ) without 

the key. Hence, the data owner must use an authorized identifier whose private key is held by him. 

Therefore, no other person would be able to send the data, because even if the identifier were tampered, 

the private key of an authorized data owner is still required to generate this function. Consequently, it is 

not possible to have a message sent by an unauthorized data owner. Furthermore, since binary encryption 

is used, and the public key is encrypted by a non-deterministic algorithm, it is not possible to guess this 



value. Whether the user were authorized or not, the message length would be the same in both cases. 

Therefore, the attacker cannot distinguish these two values. Furthermore, he cannot forge this message, 

since the authentication server signed this message by its private key.  

7- Conclusion 

In this article, a new class of attacks against searchable encryption systems was introduced, which is 

called Injection Attack. As mentioned, these attacks can be performed easily and efficiently in order to 

corrupt the searchable encryption system. Therefore, it is highly required to find a solution to confront 

these attacks, and proposed add-on is an attempt to achieve this. This proposed add-on can be easily 

combined with existing schemes to preserve their security against injection attacks. As an instance, it is 

applied on dPEKS scheme, and final scheme is secure against injection attacks. Given the fact that it does 

not leak any information to the attacker, it is more secure than the original scheme, although its efficiency 

is slightly less than the efficiency of the original one. 
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